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**单元测试报告**

# 1 引言

## 1.1 背景

1. 软件系统：TD-LTE HeNB协议栈软件系统
2. 开发环境：
   1. 开发工具： Vim
   2. 编程语言： C语言
   3. 编译器： GCC
   4. 调试器： GDB
3. 操作系统：目标模块所运行的操作系统Linux
4. 测试环境：
5. 运行平台： PC-Linux
6. CPU类型：AMD Athlon（tm）Processor，2.71G
7. 内存大小：960M

## 1.2 定义

无

## 1.3 参考资料

1. 《LTE-HeNB协议栈软件系统MAC HARQ模块概要设计说明书\_v1.0》；
2. 《LTE-HeNB协议栈软件系统MAC HARQ模块详细设计说明书\_v1.0》。

# 2 测试模块

## 2.1 模块名

MAC\_HARQ模块

## 2.2 文件名

harq.c

harq.h

## 2.3 测试人

李亚楠

[liyanan01@ict.ac.cn](mailto:liyanan01@ict.ac.cn)。

## 2.4 测试用例列表

|  |  |
| --- | --- |
| **测试用例** | **测试说明** |
| HeNB\_HARQ\_1 | get\_next\_rv（） |
| HeNB\_HARQ\_2 | get\_ulproc\_id（） |
| HeNB\_HARQ\_3 | get\_dlproc\_id（） |
| HeNB\_HARQ\_4 | get\_dlproc\_id（） |
| HeNB\_HARQ\_5 | get\_dlproc\_id（） |
| HeNB\_HARQ\_6 | set\_dlproc\_state () |
| HeNB\_HARQ\_7 | set\_dlproc\_state（） |
| HeNB\_HARQ\_8 | set\_dlproc\_state（） |
| HeNB\_HARQ\_9 | process\_rcv\_ack（） |
| HeNB\_HARQ\_10 | do\_dlharq（） |
| HeNB\_HARQ\_11 | do\_ulharq（） |
| HeNB\_HARQ\_12 | do\_ulharq\_process（） |
| HeNB\_HARQ\_13 | do\_ulharq\_process（） |
| HeNB\_HARQ\_14 | do\_ulharq\_process（） |
| HeNB\_HARQ\_15 | do\_ulharq\_process（） |
| HeNB\_HARQ\_16 | do\_ulharq\_process（） |
| HeNB\_HARQ\_17 | do\_ulharq\_process（） |
| HeNB\_HARQ\_18 | do\_ulharq\_process（） |
| HeNB\_HARQ\_19 | do\_ulharq\_process（） |
| HeNB\_HARQ\_20 | do\_ulharq\_process（） |
| HeNB\_HARQ\_21 | do\_newtran\_dlharq（） |
| HeNB\_HARQ\_22 | do\_retran\_dlharq（） |
| HeNB\_HARQ\_23 | delete\_ue\_harq（） |
| HeNB\_HARQ\_24 | rcv\_ack\_nack（） |
| HeNB\_HARQ\_25 | 功能测试 接收ACK/NACK |
| HeNB\_HARQ\_26 | 功能测试DL HARQ 处理 |
| HeNB\_HARQ\_27 | 功能测试 UL HARQ 处理 |

# 3 函数测试

|  |  |
| --- | --- |
| **被测函数** | **函数说明** |
| get\_next\_rv（） | 根据当前rv获得下一个重传时所需的rv。 |
| get\_ulproc\_id（） | 获得所需进程号。 |
| get\_dlproc\_id（） | 得到空闲的下行进程ID，或者得到等待最久的下行重传进程ID。 |
| set\_dlproc\_state () | 将该下行进程设置为需要重传调度状态，或空闲状态。 |
| process\_rcv\_ack（） | 根据ack/nack链表，找到相应进程并根据收到的反馈进行相应处理。 |
| do\_ulharq（） | 收到上行数据找到相应进程，根据解码结果进行相应反馈。 |
| do\_ulharq\_process（） | 根据解码结果进行反馈处理。 |
| do\_newtran\_dlharq（） | 下行新传HARQ处理 |
| do\_retran\_dlharq（） | 下行重传HARQ处理 |
| delete\_ue\_harq（） | 销毁UE的HARQ实体。 |
| rcv\_ack\_nack（） | 接收到ACK/NACK的HARQ处理。 |

## 3.1 被测函数：INT32 get\_next\_rv (UINT8 current\_rv, UINT8 \*next\_rv\_p)

### 3.1.1 函数描述：

**功能**

根据当前rv获得下一个重传时所需的rv。

**输入**：

current\_rv：当前RV。

**输出**

next\_rv：下一rv值。

**算法与处理流程**

if (0 == current\_rv) {

\*next\_rv\_p = 2;

} else if (2 == current\_rv) {

\*next\_rv\_p = 3;

} else if (3 == current\_rv) {

\*next\_rv\_p = 1;

} else {

\*next\_rv\_p = 0;

}

### 3.1.2 测试用例：

#### 测试用例：HeNB\_HARQ\_1

|  |  |
| --- | --- |
| **说明** | current\_rv分别为0，1,2,3时，获得正确next\_rv值。 |
| **输入** | current\_rv =0，current\_rv =1，current\_rv =2，current\_rv =3。 |
| **预期输出** | next\_rv = 2，next\_rv = 0，next\_rv =3，next\_rv = 1. |

**测试修改**

无

**测试方法**

get\_next\_rv (0, &next\_rv);

get\_next\_rv (1, &next\_rv);

get\_next\_rv (2, &next\_rv);

get\_next\_rv (3, &next\_rv);

**测试输出**

**##################################  
####     HARQ.c test start    ####  
##################################  
the test case is: 1  
when current\_rv=0, the next rv is 2  
when current\_rv=1, the next rv is 0  
when current\_rv=2, the next rv is 3  
when current\_rv=3, the next rv is 1  
##################################  
####     HARQ.c test end      ####  
##################################**

**BUG描述**

无

## 3.2 被测函数：INT32 get\_ulproc\_id(UINT32 sys\_fn, UINT8 sub\_fn，UINT8 \*proc\_id\_p)

### 3.2.1 函数描述：

**函数描述**

**描述**

获得所需进程号

**输入**：

sys\_fn: 系统帧号

sub\_fn: 系统子帧号

**输出**

proc\_id\_p：对应进程ID号

**算法与处理流程**

根据上行子帧号和TDD配置得到相应进程号。

### 3.2.2 测试用例：

#### 测试用例：HeNB\_HARQ\_2

|  |  |
| --- | --- |
| **说明** | TDD配置为2时，输入子帧0,1,2 ～，9。获得可能的ulproc\_id. |
| **输入** | sub\_fn = 0,1,2,3,4,5,6,7,8,9. sys\_fn = 1. |
| **预期输出** | sub\_fn = 2时，ulproc\_id=0；sub\_fn =7时，ulproc\_id=1； |

**测试修改**

无

**测试方法**

For (i=0, i<10, i++) {

get\_ulproc\_id (1, i, &ulproc\_id);

Printf ("when sub\_fn=%d, the ulproc\_id is %d\n", i, ulproc\_id);

}

**测试输出**

**##################################  
#### HARQ.c test start ####  
##################################  
the test case is: 2  
Illegal UL sub-frame number!  
Illegal UL sub-frame number!  
When sub\_fn=2, the ulproc\_id is 0  
Illegal UL sub-frame number!  
Illegal UL sub-frame number!  
Illegal UL sub-frame number!  
Illegal UL sub-frame number!  
When sub\_fn=7, the ulproc\_id is 1  
Illegal UL sub-frame number!  
Illegal UL sub-frame number!  
##################################  
#### HARQ.c test end ####  
##################################**

**BUG描述**

无

## 3.3 被测函数：INT32 get\_dlproc\_id (DlProcInfo \*dlproc\_p，UINT8 \*dlproc\_id\_p，UINT8 state)

### 3.3.1 函数描述：

**函数描述**

**描述**

得到空闲的下行HARQ进程ID，或者得到等待最久的下行HARQ重传进程ID。

**输入**

dlproc\_p：指向第一个下行HARQ进程的指针；

state: 重传调度状态，或空闲状态。

**输出**

dlproc\_id\_p：指向空闲的下行HARQ进程ID的指针,或指向等待最久的下行HARQ进程ID的指针。

**算法与处理流程**

if (state = = 空闲的下行HARQ) {

for (i = 0; i<进程总数; i++) {

if (dlproc\_p->state = = IDLE) {

\*dlproc\_id\_p = i;

break;

}

dlproc\_p++;

}

}

if (state = = 重传的下行HARQ) {

temp\_time = ffff;

for (i = 0; i<进程总数; i++) {

if (dlproc\_p->state = = need\_retran) {

if (temp\_time >= dlproc\_p->dl\_tx\_time){

temp\_time = dlproc\_p->dl\_tx\_time;

retran\_id = i;

}

}

dlproc\_p++;

}

\*dlproc\_id\_p=retran\_id;

}

### 3.3.2 测试用例：

|  |  |  |
| --- | --- | --- |
| **测试用例** | **测试类型** | **测试说明** |
| HeNB\_HARQ\_3 | 等价类划分 | 输入参数错误情况 |
| HeNB\_HARQ\_4 | 等价类划分 | State=0，寻找空闲进程ID |
| HeNB\_HARQ\_5 | 等价类划分 | State=2，寻找重传进程ID |

#### 测试用例：HeNB\_HARQ\_3

|  |  |
| --- | --- |
| **说明** | 输入参数错误情况 |
| **输入** | dlharq\_p=NULL |
| **预期输出** | 显示信息“Invalid input parameter dlharq\_p” |

**测试修改**

无

**测试方法**

dlharq\_p = NULL;

state = 0;

get\_dlproc\_id (dlharq\_p, &dlproc\_id, state);

**测试输出**

**##################################  
####     HARQ.c test start    ####  
##################################  
the test case is: 3  
Invalid input parameter dlharq\_p!  
##################################  
####     HARQ.c test end      ####  
##################################**

#### 测试用例：HeNB\_HARQ\_4

|  |  |
| --- | --- |
| **说明** | 当输入State = 0时，寻找空闲进程ID |
| **输入** | State = 0 |
| **预期输出** | 空闲进程ID |

**测试修改**

无

**测试方法**

dlharq\_p= (DlHarqInfo \*) lte\_malloc (sizeof (DlHarqInfo));

if (dlharq\_p == NULL) {

printf("Not Enough Memory!\n");

return -1;

}

Memset (dlharq\_p, 0, sizeof (DlHarqInfo));

dlharq\_p->total\_proc\_num = 5;

dlharq\_p->dlproc\_p =

(DlProcInfo \*) lte\_malloc (5 \* sizeof (DlProcInfo));

if (dlharq\_p->dlproc\_p == NULL) {

printf("Not Enough Memory!\n");

return -1;

}

Memset (dlharq\_p->dlproc\_p, 0, 5 \* sizeof(DlProcInfo));

dlproc\_p = (DlProcInfo \*) dlharq\_p->dlproc\_p;

for (m = 0; m < 5; m++) {

dlproc\_p->dl\_tx\_time = 2;

dlproc\_p->state = (m % 2 == 0)? 0: 2;

dlproc\_p++;

} /\* for \*/

state = 0;

get\_dlproc\_id (dlharq\_p, &dlproc\_id, state);

**测试输出**

**##################################  
####     HARQ.c test start    ####  
##################################  
the test case is: 4  
the total process num is 5  
proc 0:,dlproc\_p->state is 2  
proc 1:,dlproc\_p->state is 2  
proc 2:,dlproc\_p->state is 2  
proc 3:,dlproc\_p->state is 0  
proc 4:,dlproc\_p->state is 2  
the idle dlproc\_id is 3  
##################################  
####     HARQ.c test end      ####  
##################################**

**BUG描述**

无

#### 测试用例：HeNB\_HARQ\_5

|  |  |
| --- | --- |
| **说明** | 当输入State = 2时，寻找重传进程ID |
| **输入** | State = 2 |
| **预期输出** | 重传进程ID |

**测试修改**

无

**测试方法**

dlharq\_p= (DlHarqInfo \*) lte\_malloc (sizeof (DlHarqInfo));

if (dlharq\_p == NULL) {

printf ("Not Enough Memory!\n");

return -1;

}

Memset (dlharq\_p, 0, sizeof (DlHarqInfo));

dlharq\_p->total\_proc\_num = 3;

dlharq\_p->dlproc\_p =

(DlProcInfo \*) lte\_malloc (3 \* sizeof (DlProcInfo));

if (dlharq\_p->dlproc\_p == NULL) {

printf ("Not Enough Memory!\n");

return -1;

}

Memset (dlharq\_p->dlproc\_p, 0, 3 \* sizeof (DlProcInfo));

dlproc\_p = (DlProcInfo \*) dlharq\_p->dlproc\_p;

for (m = 0; m < 3; m++) {

dlproc\_p->dl\_tx\_time = m + 2;

dlproc\_p->state = (m % 2 == 0)? 0: 2;

dlproc\_p++;

} /\* for \*/

state = 2;

get\_dlproc\_id (dlharq\_p, &dlproc\_id, state);

**测试输出**

**##################################  
####     HARQ.c test start    ####  
##################################  
the test case is: 5  
the total process num is 5  
proc 0:,state is 2,dl\_tx\_time is 55  
proc 1:,state is 2,dl\_tx\_time is 49  
proc 2:,state is 2,dl\_tx\_time is 50  
proc 3:,state is 2,dl\_tx\_time is 52  
proc 4:,state is 2,dl\_tx\_time is 48  
the retran dlproc\_id is 4  
##################################  
####     HARQ.c test end      ####  
##################################**

**BUG描述**

无

## 3.4 被测函数：INT32 set\_dlproc\_state (DlProcInfo \*dlproc\_p, UINT8 state)

### 3.4.1 函数描述：

**函数描述**

将该下行进程设置为需要重传调度状态，或空闲状态。

**输入**

dlproc\_p：需要置为重传调度状态的HARQ下行进程。

state: 重传调度状态，或空闲状态。

**输出**

无

**算法与处理流程**

将该进程结构体DlProcInfo中的state置为需要重传调度的状态或空闲状态。

### 3.4.2 测试用例：

|  |  |  |
| --- | --- | --- |
| **测试用例** | **测试类型** | **测试说明** |
| HeNB\_HARQ\_6 | 等价类划分 | 输入参数错误情况 |
| HeNB\_HARQ\_7 | 等价类划分 | state =IDLE |
| HeNB\_HARQ\_8 | 等价类划分 | state =Retransmission |

#### 测试用例：HeNB\_HARQ\_6

|  |  |
| --- | --- |
| **说明** | 输入参数错误时，显示错误信息。 |
| **输入** | dlproc\_p=NULL |
| **预期输出** | 显示错误信息“invalid input parameter dlproc\_p” |

**测试修改**

无

**测试方法**

proc\_p = NULL;

state = 0;

set\_dlproc\_state (proc\_p, state);

**测试输出**

**##################################  
####     HARQ.c test start    ####  
##################################  
the test case is: 6  
invalid input parameter dlproc\_p!  
##################################  
####     HARQ.c test end      ####  
##################################**

**BUG描述**

无

#### 测试用例：HeNB\_HARQ\_7

|  |  |
| --- | --- |
| **说明** | 当收到置idle状态输入时，可成功将进程置空。 |
| **输入** | State = 0。 |
| **预期输出** | 置空的进程信息。 |

**测试修改**

无

**测试方法**

proc\_p = (DlProcInfo \*) lte\_malloc (3 \* sizeof (DlProcInfo));

if (proc\_p == NULL) {

printf("Not Enough Memory!\n");

return -1;

}

Memset (proc\_p, 0, 3 \* sizeof (DlProcInfo));

for (m = 0; m < 3; m++) {

proc\_p->dl\_tx\_time = m + 2;

proc\_p->state = (m % 2 == 0)? 0: 2;

proc\_p->tb\_size = 128;

proc\_p->current\_tx\_num = 1;

proc\_p->rv = 2;

proc\_p->pdulst\_p = construct\_Pdulst (&pdu\_lst\_p);

proc\_p++;

} /\* for \*/

state = 0;

set\_dlproc\_state (proc\_p, state);

**测试输出**

**##################################  
####     HARQ.c test start    ####  
##################################  
the test case is: 7  
proc\_state:2, current\_tx\_num:1  
\*\*\*\*start to set proc state\*\*\*\*  
dlproc\_p->state:0  
current\_tx\_num:0  
##################################  
####     HARQ.c test end      ####  
##################################**

**BUG描述**

无

#### 测试用例：HeNB\_HARQ\_8

|  |  |
| --- | --- |
| **说明** | 当收到置重传状态输入时，可将进程置为重传状态。 |
| **输入** | State = 2 |
| **预期输出** | 置为重传的进程信息。 |

**测试修改**

无

**测试方法**

proc\_p = (DlProcInfo \*) lte\_malloc (2 \* sizeof (DlProcInfo));

if (proc\_p == NULL) {

printf ("Not Enough Memory!\n");

return -1;

}

Memset (proc\_p, 0, 2 \* sizeof (DlProcInfo));

for (m = 0; m < 2; m++) {

proc\_p->dl\_tx\_time = m + 2;

proc\_p->state = (m % 2 == 0)? 0: 2;

proc\_p->tb\_size = 128;

proc\_p->current\_tx\_num = 1;

proc\_p->rv = 2;

proc\_p->pdulst\_p = construct\_Pdulst (&pdu\_lst\_p);

Proc\_p++;

} /\* for \*/

state = 2;

set\_dlproc\_state (proc\_p, state);

**测试输出**

**##################################  
####     HARQ.c test start    ####  
##################################  
the test case is: 8  
proc\_state:0, rv: 2  
\*\*\*\*start to set proc state\*\*\*\*  
next\_rv:3, dlproc\_p->state: 2  
##################################  
####     HARQ.c test end      ####  
##################################**

**BUG描述**

无

## 3.5 被测函数：INT32 process\_rcv\_ack(AckLst \*ack\_lst\_p)

### 3.5.1 函数描述：

**函数描述**

接收到ACK/NACK list通知相应下行HARQ实体。根据RNTI值找到该UE, 再根据收到ACK/NACK的帧号和子帧号找到下行HARQ进程后收到NACK和ACK做不同处理，即NACK情况时标明需重传，ACK情况说明下行发送成功。

**输入:**

AckLst \*ack\_lst\_p：是指向ACK/NACK list的指针。

**输出**

无

**算法与处理流程**

/\*遍历AckLst中的每个节点\*/

node\_p = (UlAckNode \*) get\_list ((ListType \*)acklst\_p);

while (node\_p) {

/\*接收到ACK/NACK消息，做HARQ处理\*/

rcv\_ack\_nack();

node\_p = (UlAckNode \*) get\_list ((ListType \*) acklst\_p);

}

### 3.5.2 测试用例：

#### 测试用例：HeNB\_HARQ\_9

|  |  |
| --- | --- |
| **说明** | 当输入ack\_lst 为空 |
| **输入** | ack\_lst\_p=NULL |
| **预期输出** | 不能成功接收反馈进行HARQ处理。 |

**测试修改**

无

**测试方法**

ack\_lst\_p = NULL;

process\_rcv\_ack (ack\_lst\_p);

**测试输出**

**##################################  
####     HARQ.c test start    ####  
##################################  
the test case is: 9  
invalid input parameter ack\_lst\_p!  
##################################  
####     HARQ.c test end      ####  
##################################**

**BUG描述**

无

## 3.6 被测函数：INT32 do\_dlharq (UINT16 rnti, UINT8 ndi, UINT32 tb\_size, PduInfo4HarqLst \*pdu\_p, TbHarqParam \*tbharqparam\_p)

### 3.6.1 函数描述：

**函数描述**

发送下行数据做下行HARQ处理。根据RNTI值找到该UE的下行HARQ进程后，根据新传指示来判断是新传数据还是重传数据。在记录HARQ相关信息。

**输入**

rnit： RNTI值；

ndi：新传标志；

tb\_size：数据大小；

pdu\_p：新传数据。

**输出**

pdu\_p：返回重传数据

tbharqparam\_p：HARQ信息

**算法与处理流程**

/\*根据RNTI索引到RNTI实体rnti\_p\*/

get\_rnti\_entity(UINT16 rnti)；

/\*得到下行HARQ进程指针\*/

dlproc\_p = (DlHarqInfo \*)rnti\_p->dl\_harq\_info\_p;

/\*根据下行数据是新传还是旧传来找到相应的进程ID号\*/

If (ndi == NEW\_TRAN) {

do\_newtran\_dlharq ();

} elseif (ndi == RE\_TRAN) {

do\_retran\_dlharq ();

}

### 3.6.2 测试用例：

#### 测试用例：HeNB\_HARQ\_10

|  |  |
| --- | --- |
| **说明** | 当输入错误参数时，显示错误信息。 |
| **输入** | rnti = 0x002A，Incorrect rnti。pdu\_p = NULL; tbharqparam\_p = NULL; |
| **预期输出** | 不能进行dl harq。 |

**测试修改**

无

**测试方法**

rnti = 0x002A;

ndi = 0;

tb\_size = 0;

pdu\_p = NULL;

tbharqparam\_p = NULL;

do\_dlharq (rnti, ndi, tb\_size, pdu\_p, tbharqparam\_p);

**测试输出**

**##################################  
####     HARQ.c test start    ####  
##################################  
the test case is: 10  
Invalid input parameter pdu\_p!  
##################################  
####     HARQ.c test end      ####  
##################################**

**BUG描述**

无

## 3.7被测函数：INT32 do\_ulharq (UINT16 rnti, INT8 dec\_result, UINT32 data\_size, ResourcePhyInfo \*phy\_p)

### 3.7.1 函数描述：

**功能**

接收到上行数据通知上行HARQ实体。根据RNTI值找到该UE的上行HARQ进程后，若解码成功回复ACK，不成功回复NACK，并在该上行HARQ进程中标明等待重传。

**输入**

rnit： RNTI值；

dec\_result：解码成功标志；

data\_size：接收数据大小；

phy\_p:这次传输的物理资源信息

**输出**

无

**算法与处理流程**

/\*根据RNTI索引到RNTI实体rnti\_p\*/

get\_rnti\_entity (UINT16 rnti)

/\*根据当前子帧号和帧号得到该上行进程号process\_id\*/

get\_ulproc\_id ();

/\*根据上行进程号process\_id找到上行进程ulproc\_p\*/

ulproc\_p = (rnti\_p->ul\_harq\_info\_p)->ulproc\_p + process\_id;

/\*对这个上行HARQ进程进行处理\*/

do\_ulharq\_process ()

### 3.7.2试用例：

#### 测试用例：HeNB\_HARQ\_11

|  |  |
| --- | --- |
| **说明** | 当输入错误值时，显示错误信息。 |
| **输入** | rnti = 0x002A; dec\_result = 0; data\_size = 0;phy\_p = NULL; |
| **预期输出** | 不能为该rnti建立rnti实体。 |

**测试修改**

无

**测试方法**

rnti = 0x002A;

dec\_result = 0;

data\_size = 0;

phy\_p = NULL;

do\_ulharq (rnti, dec\_result, data\_size, phy\_p);

**测试输出**

**##################################  
####     HARQ.c test start    ####  
##################################  
the test case is: 11  
Invalid input parameter phy\_p!  
##################################  
####     HARQ.c test end      ####  
##################################**

**BUG描述**

无

## 3.8测函数：INT32 do\_ulharq\_process (UlProcInfo \*ulproc\_p, UINT8 ul\_max\_harq\_tx, INT8 dec\_result, UINT32 data\_size, ResourcePhyInfo \*phy\_p

### 3.8.1 函数描述：

**功能**

获得所需进程号

**输入**：

ulproc\_p：处理的HARQ上行进程指针；

dec\_result：解码成功标志；

data\_size：接收数据大小；

phy\_p：这次传输的物理资源信息。

**输出**

无

**算法与处理流程**

/\*判断是否解码成功\*/

If (**dec\_result** == DEC\_SUCC){

ulproc\_p->retran\_ind = 0;

ulproc\_p->tb\_size = 0;

(ulproc\_p->ResourcePhyInfo).rb\_start = 0;

(ulproc\_p->ResourcePhyInfo).rb\_num = 0;

(ulproc\_p->ResourcePhyInfo).mcs = 0;

(ulproc\_p->ResourcePhyInfo).rv = 0;

} else {

current\_tx\_num++;

if (current == **ul\_max\_harq\_tx** - 1){

ulproc\_p->retran\_ind = 0;

ulproc\_p->tb\_size = 0;

(ulproc\_p->ResourcePhyInfo).rb\_start = 0;

(ulproc\_p->ResourcePhyInfo).rb\_num = 0;

(ulproc\_p->ResourcePhyInfo).mcs = 0;

(ulproc\_p->ResourcePhyInfo).rv = 0;

} else if (current < ul\_max\_harq\_tx - 1){

ulproc\_p->retran\_ind = 1;

ulproc\_p->tb\_size = **data\_size**;

(ulproc\_p->ResourcePhyInfo).rb\_start = **phy\_p**->rb\_start;

(ulproc\_p->ResourcePhyInfo).rb\_num = **phy\_p**->rb\_num;

(ulproc\_p->ResourcePhyInfo).mcs = **phy\_p**->mcs;

(ulproc\_p->ResourcePhyInfo).rv = **phy\_p**->rv;

} else {

/\*出错\*/

}

/\*建立ACK/NACK链表，并添加ACK/NACK节点\*/

g\_tx\_ack\_lst\_p = (AckLst \*) malloc (sizeof (AckLst));

init\_list ((ListType \*) g\_tx\_ack\_lst\_p);

acknode\_p->acktype = (decode\_result == DEC\_SUCC)? ACK: NACK;

acknode\_p->sub\_fn = sub\_fn;

acknode\_p->sys\_fn = sys\_fn;

add\_list ((ListType \*) g\_tx\_ack\_lst\_p, (NodeType \*)acknode\_p);

}

### 3.8.2 测试用例：

|  |  |  |
| --- | --- | --- |
| **测试用例** | **测试类型** | **测试说明** |
| HeNB\_HARQ\_12 | 等价类划分 | 输入参数错误情况。 |
| HeNB\_HARQ\_13 | 等价类划分 | 当前进程重传时，解码失败且进程数超出最大进程数情况。 |
| HeNB\_HARQ\_14 | 语句覆盖 | 当前进程重传时，解码失败且进程数等于最大进程数情况。 |
| HeNB\_HARQ\_15 | 语句覆盖 | 当前进程重传时，解码失败且进程数小于最大进程数情况。 |
| HeNB\_HARQ\_16 | 语句覆盖 | 当前进程重传时，解码成功情况。 |
| HeNB\_HARQ\_17 | 语句覆盖 | 当前进程空闲，解码成功情况。 |
| HeNB\_HARQ\_18 | 语句覆盖 | 当前进程空闲，进程数大于最大进程数且解码失败情况。 |
| HeNB\_HARQ\_19 | 语句覆盖 | 当前进程空闲，进程数等于最大进程数且解码失败情况。 |
| HeNB\_HARQ\_20 | 语句覆盖 | 当前进程空闲，进程数小于最大进程数且解码失败情况。 |

#### 测试用例：HeNB\_HARQ\_12

|  |  |
| --- | --- |
| **说明** | 当输入错误参数时，显示错误信息。 |
| **输入** | ulproc\_p = NULL; |
| **预期输出** | 错误信息显示 |

**测试修改**

无

**测试方法**

ulproc\_p = NULL;

dec\_result = DEC\_SUCC;

ul\_max\_harq\_tx = 3;

data\_size = 128;

do\_ulharq\_process (ulproc\_p, ul\_max\_harq\_tx, dec\_result, data\_size,

**测试输出**

**##################################  
####     HARQ.c test start    ####  
##################################  
the test case is: 12  
\*\*\*start to do ulharq process\*\*\*  
The UL process is not exist!!!  
##################################  
####     HARQ.c test end      ####  
##################################**

**BUG描述**

无

#### 测试用例：HeNB\_HARQ\_13

|  |  |
| --- | --- |
| **说明** | 当前进程重传时，解码失败且进程数超出最大进程数情况。 |
| **输入** | current\_tx\_num =2, dec\_result= DEC\_FAIL |
| **预期输出** |  |

**测试修改**

无

**测试方法**

ulproc\_p = (UlProcInfo \*) lte\_malloc (sizeof (UlProcInfo));

if (ulproc\_p == NULL) {

printf ("Not Enough Memory!\n");

return -1;

}

Memset (ulproc\_p, 0, sizeof (UlProcInfo));

ulproc\_p->current\_tx\_num = 2;

ulproc\_p->retran\_ind = 1;

ulproc\_p->tb\_size = 128;

(ulproc\_p->phy\_info).rb\_start = 2;

(ulproc\_p->phy\_info).rb\_num = 2;

(ulproc\_p->phy\_info).mcs = 0;

(ulproc\_p->phy\_info).rv = 3;

dec\_result = DEC\_FAIL;

ul\_max\_harq\_tx = 3;

data\_size = 128;

do\_ulharq\_process (ulproc\_p, ul\_max\_harq\_tx, dec\_result, data\_size,

**测试输出**

**##################################  
####     HARQ.c test start    ####  
##################################  
the test case is: 13  
retran\_ind:1, dec\_result:1.  
ulproc\_p->current\_tx\_num:2  
\*\*\*start to do ulharq process\*\*\*  
error: in current tx num!!!  
##################################  
####     HARQ.c test end      ####  
##################################**

**BUG描述**

无

#### 测试用例：HeNB\_HARQ\_14

|  |  |
| --- | --- |
| **说明** | 当前进程重传时，解码失败且进程数等于最大进程数情况。 |
| **输入** | current\_tx\_num =1, dec\_result= DEC\_FAIL |
| **预期输出** | ACK链表 |

**测试修改**

无

**测试方法**

ulproc\_p = (UlProcInfo \*) lte\_malloc (sizeof (UlProcInfo));

if (ulproc\_p == NULL) {

printf ("Not Enough Memory!\n");

return -1;

}

Memset (ulproc\_p, 0, sizeof (UlProcInfo));

ulproc\_p->current\_tx\_num = 1;

ulproc\_p->retran\_ind = 1;

ulproc\_p->tb\_size = 128;

(ulproc\_p->phy\_info).rb\_start = 2;

(ulproc\_p->phy\_info).rb\_num = 2;

(ulproc\_p->phy\_info).mcs = 0;

(ulproc\_p->phy\_info).rv = 3;

dec\_result = DEC\_FAIL;

do\_ulharq\_process (ulproc\_p, ul\_max\_harq\_tx, dec\_result, data\_size,

**测试输出**

**##################################  
####     HARQ.c test start    ####  
##################################  
the test case is: 14  
retran\_ind:1, dec\_result:1.  
ulproc\_p->current\_tx\_num:1  
\*\*\*start to do ulharq process\*\*\*  
ulproc\_p->retran\_ind:0  
ack\_type:1  
##################################  
####     HARQ.c test end      ####  
##################################**

**BUG描述**

无

#### 测试用例：HeNB\_HARQ\_15

|  |  |
| --- | --- |
| **说明** | 当前进程重传时，解码失败且进程数小于最大进程数情况。 |
| **输入** | current\_tx\_num =0, dec\_result= DEC\_FAIL |
| **预期输出** | NACK链表 |

**测试修改**

无

**测试方法**

ulproc\_p = (UlProcInfo \*) lte\_malloc (sizeof (UlProcInfo));

if (ulproc\_p == NULL) {

printf ("Not Enough Memory!\n");

return -1;

}

Memset (ulproc\_p, 0, sizeof (UlProcInfo));

ulproc\_p->current\_tx\_num = 0;

ulproc\_p->retran\_ind = 1;

ulproc\_p->tb\_size = 128;

(ulproc\_p->phy\_info).rb\_start = 2;

(ulproc\_p->phy\_info).rb\_num = 2;

(ulproc\_p->phy\_info).mcs = 0;

(ulproc\_p->phy\_info).rv = 3;

dec\_result = DEC\_FAIL;

do\_ulharq\_process (ulproc\_p, ul\_max\_harq\_tx, dec\_result, data\_size,

**测试输出**

**##################################  
####     HARQ.c test start    ####  
##################################  
the test case is: 15  
retran\_ind:1, dec\_result:1.  
ulproc\_p->current\_tx\_num:0  
\*\*\*start to do ulharq process\*\*\*  
ulproc\_p->retran\_ind:1  
ack\_type:1  
##################################  
####     HARQ.c test end      ####  
##################################**

**BUG描述**

无

#### 测试用例：HeNB\_HARQ\_16

|  |  |
| --- | --- |
| **说明** | 当前进程重传时，解码成功情况。 |
| **输入** | current\_tx\_num =1, dec\_result= DEC\_SUCC |
| **预期输出** | NACK链表 |

**测试修改**

无

**测试方法**

ulproc\_p = (UlProcInfo \*) lte\_malloc (sizeof (UlProcInfo));

if (ulproc\_p == NULL) {

printf ("Not Enough Memory!\n");

return -1;

}

Memset (ulproc\_p, 0, sizeof (UlProcInfo));

ulproc\_p->current\_tx\_num = 1;

ulproc\_p->retran\_ind = 1;

ulproc\_p->tb\_size = 128;

(ulproc\_p->phy\_info).rb\_start = 2;

(ulproc\_p->phy\_info).rb\_num = 2;

(ulproc\_p->phy\_info).mcs = 0;

(ulproc\_p->phy\_info).rv = 3;

dec\_result = DEC\_SUCC;

do\_ulharq\_process (ulproc\_p, ul\_max\_harq\_tx, dec\_result, data\_size,

**测试输出**

**##################################  
####     HARQ.c test start    ####  
##################################  
the test case is: 16  
retran\_ind:1, dec\_result:0.  
ulproc\_p->current\_tx\_num:1  
\*\*\*start to do ulharq process\*\*\*  
ulproc\_p->retran\_ind:0  
ack\_type:0  
##################################  
####     HARQ.c test end      ####  
##################################**

**BUG描述**

无

#### 测试用例：HeNB\_HARQ\_17

|  |  |
| --- | --- |
| **说明** | 当前进程空闲，解码成功情况。 |
| **输入** | current\_tx\_num =1, dec\_result= DEC\_SUCC |
| **预期输出** | NACK链表 |

**测试修改**

无

**测试方法**

ulproc\_p = (UlProcInfo \*) lte\_malloc (sizeof (UlProcInfo));

if (ulproc\_p == NULL) {

printf ("Not Enough Memory!\n");

return -1;

}

memset (ulproc\_p, 0, sizeof(UlProcInfo));

ulproc\_p->current\_tx\_num = 2;

ulproc\_p->retran\_ind = 0;

ulproc\_p->tb\_size = 128;

(ulproc\_p->phy\_info).rb\_start = 2;

(ulproc\_p->phy\_info).rb\_num = 2;

(ulproc\_p->phy\_info).mcs = 0;

(ulproc\_p->phy\_info).rv = 3;

dec\_result = DEC\_SUCC;

do\_ulharq\_process (ulproc\_p, ul\_max\_harq\_tx, dec\_result, data\_size,

**测试输出**

**##################################  
####     HARQ.c test start    ####  
##################################  
the test case is: 17  
retran\_ind:0,dec\_result:0.  
ulproc\_p->current\_tx\_num:2  
\*\*\*start to do ulharq process\*\*\*  
ulproc\_p->retran\_ind:0  
ack\_type:0  
##################################  
####     HARQ.c test end      ####  
##################################  
BUG描述**

无

#### 测试用例：HeNB\_HARQ\_18

|  |  |
| --- | --- |
| **说明** | 当前进程空闲，进程数大于最大进程数且解码失败情况。 |
| **输入** | current\_tx\_num =2, dec\_result= DEC\_FAIL |
| **预期输出** | NACK链表 |

**测试修改**

无

**测试方法**

ulproc\_p = (UlProcInfo \*) lte\_malloc (sizeof (UlProcInfo));

if (ulproc\_p == NULL) {

printf("Not Enough Memory!\n");

return -1;

}

memset (ulproc\_p, 0, sizeof(UlProcInfo));

ulproc\_p->current\_tx\_num = 2;

ulproc\_p->retran\_ind = 0;

ulproc\_p->tb\_size = 128;

(ulproc\_p->phy\_info).rb\_start = 2;

(ulproc\_p->phy\_info).rb\_num = 2;

(ulproc\_p->phy\_info).mcs = 0;

(ulproc\_p->phy\_info).rv = 3;

dec\_result = DEC\_FAIL;

do\_ulharq\_process (ulproc\_p, ul\_max\_harq\_tx, dec\_result, data\_size,

**测试输出**

**##################################  
####     HARQ.c test start    ####  
##################################  
the test case is: 18  
retran\_ind:0, dec\_result:1.  
ulproc\_p->current\_tx\_num:2  
\*\*\*start to do ulharq process\*\*\*  
error: in current tx num!!!  
##################################  
####     HARQ.c test end      ####  
##################################**

**BUG描述**

无

#### 测试用例：HeNB\_HARQ\_19

|  |  |
| --- | --- |
| **说明** | 当前进程空闲，进程数等于最大进程数且解码失败情况。 |
| **输入** | current\_tx\_num =1, dec\_result= DEC\_FAIL |
| **预期输出** | NACK链表 |

**测试修改**

无

**测试方法**

ulproc\_p = (UlProcInfo \*) lte\_malloc (sizeof (UlProcInfo));

if (ulproc\_p == NULL) {

printf ("Not Enough Memory!\n");

return -1;

}

memset (ulproc\_p, 0, sizeof(UlProcInfo));

ulproc\_p->current\_tx\_num = 1;

ulproc\_p->retran\_ind = 0;

ulproc\_p->tb\_size = 128;

(ulproc\_p->phy\_info).rb\_start = 2;

(ulproc\_p->phy\_info).rb\_num = 2;

(ulproc\_p->phy\_info).mcs = 0;

(ulproc\_p->phy\_info).rv = 3;

dec\_result = DEC\_FAIL;

do\_ulharq\_process (ulproc\_p, ul\_max\_harq\_tx, dec\_result, data\_size,

**测试输出**

**##################################  
####     HARQ.c test start    ####  
##################################  
the test case is: 19  
retran\_ind:0, dec\_result:1.  
ulproc\_p->current\_tx\_num:1  
\*\*\*start to do ulharq process\*\*\*  
ulproc\_p->retran\_ind:0  
ack\_type:1  
##################################  
####     HARQ.c test end      ####  
##################################**

**BUG描述**

无

#### 测试用例：HeNB\_HARQ\_20

|  |  |
| --- | --- |
| **说明** | 当前进程空闲，进程数小于最大进程数且解码失败情况。 |
| **输入** | current\_tx\_num =0, dec\_result= DEC\_FAIL |
| **预期输出** | NACK链表 |

**测试修改**

无

**测试方法**

ulproc\_p = (UlProcInfo \*) lte\_malloc (sizeof (UlProcInfo));

if (ulproc\_p == NULL) {

printf ("Not Enough Memory!\n");

return -1;

}

memset (ulproc\_p, 0, sizeof(UlProcInfo));

ulproc\_p->current\_tx\_num = 0;

ulproc\_p->retran\_ind = 0;

ulproc\_p->tb\_size = 128;

(ulproc\_p->phy\_info).rb\_start = 2;

(ulproc\_p->phy\_info).rb\_num = 2;

(ulproc\_p->phy\_info).mcs = 0;

(ulproc\_p->phy\_info).rv = 3;

dec\_result = DEC\_FAIL;

do\_ulharq\_process (ulproc\_p, ul\_max\_harq\_tx, dec\_result, data\_size,

**测试输出**

**##################################  
####     HARQ.c test start    ####  
##################################  
the test case is: 20  
retran\_ind:0, dec\_result:1.  
ulproc\_p->current\_tx\_num:0  
\*\*\*start to do ulharq process\*\*\*  
ulproc\_p->retran\_ind:1  
ack\_type:1  
##################################  
####     HARQ.c test end      ####  
##################################**

**BUG描述**

无

## 3.9被测函数： INT32 do\_newtran\_dlharq (DlHarqInfo \*dlharq\_p, UINT32 tb\_size, PduInfo4HarqLst \*pdulst\_p, TbHarqParam \*tbharqparam\_p)

### 3.9.1 函数描述：

**函数描述**

下行新传HARQ处理。

**输入**

dlharq\_p：指向下行HARQ实体的指针；

tb\_size：数据大小；

pdulst\_p：指向新传数据的指针；

**输出**

tbharqparam\_p：HARQ信息。

**算法与处理流程**

/\*计算空闲进程ID号\*/

get\_idle\_dlproc\_id()；

/\*若成功空闲的进程数少一\*/

dlharq\_p->idle\_proc\_num--;

/\*得到进程指针\*/

dlproc\_p = (DlProcInfo \*) harq\_p->dlproc\_p + process\_id;

dlproc\_p->tb\_size = tb\_size；//记录新传TB大小

dlproc\_p->tx\_time = 当前时间;

dlproc\_p->current\_tx\_num++;//发送次数增加

dlproc\_p->rv = 0;//得到新传RV值

dlproc\_p->state = 1;//设为等待ACK状态

开启等待ACK计时器

将新传数据缓存在HARQ buffer中

### 3.9.2 测试用例：

#### 测试用例：HeNB\_HARQ\_21

|  |  |
| --- | --- |
| **说明** | 输入参数错误情况 |
| **输入** | dlharq\_p=NULL, pdulst\_p=NULL, |
| **预期输出** | 不能为该rnti建立rnti实体。 |

**测试修改**

无

**测试方法**

dlharq\_p = NULL;

tb\_size = 128;

pdulst\_p = NULL;

pdulst\_p = NULL;

do\_newtran\_dlharq (dlharq\_p, tb\_size, pdulst\_p, pdulst\_p);

**测试输出**

**##################################  
####     HARQ.c test start    ####  
##################################  
the test case is: 21  
Invalid input parameter pdulst\_p!  
##################################  
####     HARQ.c test end      ####  
##################################**

**BUG描述**

无

## 3.10被测函数：INT32 do\_retran\_dlharq (DlHarqInfo \*dlharq\_p, PduInfo4HarqLst \*pdulst\_p, TbHarqParam \*tbharqparam\_p)

#### 3.10.1 函数描述：

**函数描述**

下行重传HARQ处理。

**输入**

dlharq\_p：指向下行HARQ实体的指针；

pdulst\_p：指向新传数据的指针；

**输出**

pdulst\_p：指向重传数据的指针；

tbharqparam\_p：HARQ信息。

**算法与处理流程**

/\*计算重传进程ID号，得到进程指针\*/

get\_dlproc\_id()；

/\*若成功重传的进程数少一\*/

dlharq\_p->retran\_proc\_num- -；

dlproc\_p = (DlProcInfo \*) harq\_p->dlproc\_p + process\_id;

dlproc\_p->tx\_time = 当前时间;

dlproc\_p->current\_tx\_num++;//发送次数增加

dlproc\_p->rv = get\_next\_rv();//得到重传RV值

dlproc\_p->state = 1;//设为等待ACK状态

开启等待ACK计时器

### 3.10.2 测试用例：

#### 测试用例：HeNB\_HARQ\_22

|  |  |
| --- | --- |
| **说明** | 输入参数错误情况 |
| **输入** | dlharq\_p=NULL, pdulst\_p=NULL, |
| **预期输出** | 不能为该rnti建立rnti实体。 |

**测试修改**

无

**测试方法**

DlHarqInfo \*dlharq\_p = NULL;

PduInfo4HarqLst \*pdulst\_p = NULL;

TbHarqParam \*tbharqparam\_p = NULL;

do\_retran\_dlharq (dlharq\_p, pdulst\_p, tbharqparam\_p);

**测试输出**

**##################################  
####     HARQ.c test start    ####  
##################################  
the test case is: 22  
Invalid input parameter pdulst\_p!  
##################################  
####     HARQ.c test end      ####  
##################################**

**BUG描述**

无

## 3.11被测函数：INT32 delete\_ue\_harq (UINT16 rnti)

### 3.11.1 函数描述：

**功能**

销毁UE的HARQ实体。

**输入**

rnit： RNTI值；

**输出**

无

**算法与处理流程**

销毁UE的HARQ实体。

### 3.11.2 测试用例：

#### 测试用例：HeNB\_HARQ\_23

|  |  |
| --- | --- |
| **说明** | 当输入错误RNTI值时，显示错误信息。 |
| **输入** | rnti：0x002A; ，Incorrect rnti。 |
| **预期输出** | 错误信息 |

**测试修改**

无

**测试方法**

rnti = 0x002A;

delete\_ue\_harq (rnti);

**测试输出**

**##################################  
####     HARQ.c test start    ####  
##################################  
the test case is: 23  
the entity of this rnti is not exist!  
##################################  
####     HARQ.c test end      ####  
##################################**

**BUG描述**

无

## 3.12 被测函数：INT32 rcv\_ack\_nack (AckNode \* ack\_node\_p)

### 3.12.1 函数描述：

**函数描述**

接收到ACK/NACK的HARQ处理。

**输入**：

ack\_node\_p: ACK节点

**输出**

无

**算法与处理流程**

/\*根据RNTI值得到对应RNTI实体并找到指向第一个进程的指针\*/

get\_rnti\_entity (ack\_node\_p->rnti);

dlharq\_p = (DlHarqInfo \*) rnti\_p->dl\_harq\_info\_p;

dlproc\_p = (DlProcInfo \*) dlharq\_p->dlproc\_p;

/\*根据node\_p中的帧号子帧号信息找到下行HARQ进程\*/

for (i = 0; i<进程总数; i++) {

if (发送数据子帧号与帧号匹配) {

break;

}

dlproc\_p++;

}

if (dlproc\_p->acktype == ACK) {

/\*收到ACK将该进程置为IDLE状态\*/

set\_dlproc\_state ();

/\*若成功，空闲进程增一\*/

dlharq\_p->idle\_proc\_num++;

}else{/\*收到NACK消息\*/

if（current\_tx\_num >= g\_max\_tx\_num）{

/\*达到重传最大次数，将该进程置为IDLE状态\*/

set\_dlproc\_state ();

/\*若成功，空闲进程增一\*/

dlharq\_p->idle\_proc\_num++;

} else {

/\*将该进程置为需要重传的状态\*/

set\_dlproc\_state ();

/\*若成功，重传进程增一\*/

dlharq\_p->retran\_proc\_num++;

dlharq\_p->retran\_tb\_size =+ dlproc\_p->tb\_size;

}

}

### 3.12.2 测试用例：

#### 测试用例：HeNB\_HARQ\_24

|  |  |
| --- | --- |
| **说明** | 当输入参数错误情况 |
| **输入** | ack\_node\_p=NULL |
| **预期输出** | 显示错误信息 |

**测试修改**

无

**测试方法**

ack\_node\_p = NULL;

rcv\_ack\_nack (ack\_node\_p);

**测试输出**

**##################################  
####     HARQ.c test start    ####  
##################################  
the test case is: 25  
invalid input parameter ack\_node\_p!  
##################################  
####     HARQ.c test end      ####  
##################################**

**BUG描述**

无

# 4 功能测试

## 4.1 接收ACK/NACK功能测试

### 4.1.1 功能描述

接收到ACK/NACK list通知相应下行HARQ实体。根据RNTI值找到该UE, 再根据收到ACK/NACK的帧号和子帧号找到下行HARQ进程后收到NACK和ACK做不同处理，即NACK情况时标明需重传，ACK情况说明下行发送成功。

### 4.1.2 所涉及函数及调用关系
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### 4.1.3 测试内容

### 4.1.4 测试用例：

#### 测试用例：HeNB\_HARQ\_25

|  |  |
| --- | --- |
| **说明** | 根据五种不同情况的ack节点，分别找到对应的五种不同情况进程并进行相应处理。 |
| **输入** | Acknode0：ack，sub\_fn2，sys\_fn1；  Acknode1：nack，sub\_fn3，sys\_fn1；  Acknode2：ack，sub\_fn4，sys\_fn1；  Acknode3：nack，sub\_fn5，sys\_fn1；  Acknode4：ack，sub\_fn6，sys\_fn1；  Proc0：dl\_tx\_time=11；current\_tx\_num=1;  Proc1：dl\_tx\_time=12；current\_tx\_num=1;  Proc2：dl\_tx\_time=13；current\_tx\_num=3;  Proc3：dl\_tx\_time=14；current\_tx\_num=1;  Proc4：dl\_tx\_time=15；current\_tx\_num=1; |
| **预期输出** | 收到ack/nack后，进行相应进程的置空或重传处理。 |

**测试修改**

无

**测试方法**

construct\_ack\_lst（）；

process\_rcv\_ack(ack\_lst\_p)；

**测试输出**

**##################################  
####     HARQ.c test start    ####  
##################################  
the test case is: 25  
 This ACK list has 5 nodes.  
node 0:rnti:ff,acktype:0  
node 1:rnti:3d,acktype:1  
node 2:rnti:3e,acktype:0  
node 3:rnti:3f,acktype:1  
node 4:rnti:3f,acktype:0  
\*\*\*\*\*\*\*ACK node\*\*\*\*\*\*\*  
dlproc0:dl\_tx\_time is b  
dlproc1:dl\_tx\_time is c  
dlproc2:dl\_tx\_time is d  
dlproc3:dl\_tx\_time is e  
dlproc4:dl\_tx\_time is f  
tx\_time is c!  
the corresponding proc:1  
set the proc to be idle!!!  
dlproc\_p->state: 0  
current\_tx\_num:0  
\*\*\*\*\*\*\*ACK node\*\*\*\*\*\*\*  
dlproc0:dl\_tx\_time is b  
dlproc1:dl\_tx\_time is c  
dlproc2:dl\_tx\_time is d  
dlproc3:dl\_tx\_time is e  
dlproc4:dl\_tx\_time is f  
tx\_time is d!  
the corresponding proc:2  
dlproc\_p->state:0  
current\_tx\_num:0  
\*\*\*\*\*\*\*ACK node\*\*\*\*\*\*\*  
dlproc0:dl\_tx\_time is b  
dlproc1:dl\_tx\_time is c  
dlproc2:dl\_tx\_time is d  
dlproc3:dl\_tx\_time is e  
dlproc4:dl\_tx\_time is f  
tx\_time is e!  
the corresponding proc:3  
set the proc to be idle!!!  
dlproc\_p->state: 0  
current\_tx\_num:0  
\*\*\*\*\*\*\*ACK node\*\*\*\*\*\*\*  
dlproc0:dl\_tx\_time is b  
dlproc1:dl\_tx\_time is c  
dlproc2:dl\_tx\_time is d  
dlproc3:dl\_tx\_time is e  
dlproc4:dl\_tx\_time is f  
tx\_time is f!  
the corresponding proc:4  
set the proc to be retran!!!  
next\_rv:3, dlproc\_p->state: 2  
\*\*\*\*\*\*\*ACK node\*\*\*\*\*\*\*  
dlproc0:dl\_tx\_time is b  
dlproc1:dl\_tx\_time is c  
dlproc2:dl\_tx\_time is d  
dlproc3:dl\_tx\_time is e  
dlproc4:dl\_tx\_time is f  
tx\_time is 10!  
Can't find process that ACK belongs to!  
##################################  
####     HARQ.c test end      ####  
##################################**

**BUG描述**

无

## 4.2下行HARQ处理功能测试

### 4.2.1 功能描述

MAC发送模块在发送PDSCH数据时做HARQ处理。根据RNTI值找到该UE的下行HARQ进程后，根据新传指示来判断是新传数据还是重传数据，新传则进行下行新传处理，重传则进行下行重传处理。

### 4.2.2 所涉及函数及调用关系

![](data:image/x-emf;base64,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)

### 4.2.3 测试内容

### 4.2.4 测试用例：

#### 测试用例： HeNB\_HARQ\_26

|  |  |
| --- | --- |
| **说明** | 测试五种不同进程情况。 |
| **输入** | Proc0：state1，dl\_tx\_time=11，rv=2；  Proc1：state1，dl\_tx\_time=12，rv=2； Proc2：state0，dl\_tx\_time=13，rv=2；  Proc3：state0，dl\_tx\_time=14，rv=2；  Proc4：state1，dl\_tx\_time=15，rv=2； |
| **预期输出** | 新传时找到空闲进程id进行新传处理，重传时找到重传进程id进行重传处理。 |

**测试修改**

无

**测试方法**

PduInfo4HarqLst \*pdu\_p;

TbHarqParam \*tbharqparam\_p;

UINT32 tb\_size = 128;

UINT16 rnti = 0x003d;

UINT8 ndi;

UINT8 i, j = 0;

pdu\_p = construct\_Pdulst ();

tbharqparam\_p = (TbHarqParam \*) lte\_malloc (sizeof (TbHarqParam));

tbharqparam\_p->irv = 0;

for (i=0; i<4; i++) {

tbharqparam\_p->process\_id = j++;

switch (i) {

case 0:

case 2:

ndi = 1; /\* test case of newtransimission \*/

break;

case 1:

case 3:

ndi = 0; /\* test case of retransimission \*/

break;

} /\* switch \*/

do\_dlharq (rnti, ndi, tb\_size, pdu\_p, tbharqparam\_p);

printf ("\*\*\*\*the next test\*\*\*\*\n");

}**测试输出**

**##################################  
####     HARQ.c test start    ####  
##################################  
the test case is:26  
proc 0:state 1,rv 2  
proc 1:state 1,rv 2  
proc 2:state 0,rv 2  
proc 3:state 0,rv 2  
proc 4:state 1,rv 2  
the idle dlproc\_id is 2  
proc:2,rv 0  
\*\*\*\*the next test\*\*\*\*  
proc 0:state 1,rv 2  
proc 1:state 1,rv 2  
proc 2:state 0,rv 2  
proc 3:state 0,rv 2  
proc 4:state 1,rv 2  
the retran dlproc\_id is 0  
proc:0,retran\_rv 3  
\*\*\*\*the next test\*\*\*\*  
proc 0:state 1,rv 2  
proc 1:state 1,rv 2  
proc 2:state 0,rv 2  
proc 3:state 0,rv 2  
proc 4:state 1,rv 2  
the idle dlproc\_id is 2  
proc:2,rv 0  
\*\*\*\*the next test\*\*\*\*  
proc 0:state 1,rv 2  
proc 1:state 1,rv 2  
proc 2:state 0,rv 2  
proc 3:state 0,rv 2  
proc 4:state 1,rv 2  
the retran dlproc\_id is 0  
proc:0,retran\_rv 3  
\*\*\*\*the next test\*\*\*\*  
##################################  
####     HARQ.c test end      ####  
##################################  
BUG描述**

无

## 4.3上行HARQ处理功能测试

### 4.3.1 功能描述

MAC接收模块收到PUSCH上行数据，调用接口函数do\_ulharq()进行上行HARQ处理。根据RNTI值找到该UE的上行HARQ进程后，若解码成功回复ACK，不成功回复NACK，并在该上行HARQ进程中标明等待重传。

### 4.3.2 所涉及函数及调用关系
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### 4.3.3 测试内容

### 4.3.4 测试用例：

|  |  |  |
| --- | --- | --- |
| **测试用例** | **测试类型** | **测试说明** |
| HeNB\_HARQ\_27 | 等价类划分 | TB解码成功未标注重传。 |
| HeNB\_HARQ\_27 | 等价类划分 | TB解码失败未标注重传。 |
| HeNB\_HARQ\_27 | 等价类划分 | TB解码成功标注重传。 |
| HeNB\_HARQ\_27 | 等价类划分 | TB解码失败标注重传。 |

#### 测试用例：HeNB\_HARQ\_27

|  |  |
| --- | --- |
| **说明** | 该测试用例处理四种不同情况的进程。 |
| **输入** | Proc0：DEC\_SUCC, current\_tx\_num=1，retran\_ind=0；  Proc1：DEC\_FAIL, current\_tx\_num=3，retran\_ind=0；  Proc2：DEC\_SUCC, current\_tx\_num=2，retran\_ind=1；  Proc3：DEC\_FAIL, current\_tx\_num=3，retran\_ind=1； |
| **预期输出** | 反馈结果。 |

**测试修改**

无

**测试方法**

ResourcePhyInfo \*phy\_p = NULL;

UINT32 data\_size = 128;

UINT16 rnti = 0x003d;

UINT8 j = 0;

UINT8 dec\_result;

phy\_p = (ResourcePhyInfo \*) lte\_malloc (sizeof (ResourcePhyInfo));

if (phy\_p == NULL) {

printf ("Not Enough Memory!\n");

return -1;

}

phy\_p->rb\_start = 0;

phy\_p->rb\_num = 3;

phy\_p->mcs = 2;

phy\_p->rv = 2;

for (j=0;j<4;j++) {

switch (j) {

case 0:

case 2:

dec\_result = DEC\_SUCC;

break;

case 1:

case 3:

dec\_result = DEC\_FAIL;

break;

}

do\_ulharq (rnti, dec\_result, data\_size, phy\_p);

**测试输出**

**##################################  
####     HARQ.c test start    ####  
##################################  
the test case is: 27  
proc0:current\_tx\_num 1, retran\_ind 0  
\*\*\*after ulharq process\*\*\*  
ulproc\_p->retran\_ind:0  
ack\_type:0  
  
\*\*\*\*the next test\*\*\*\*  
proc1:current\_tx\_num 3,retran\_ind 0  
error: in current tx num!!!  
  
\*\*\*\*the next test\*\*\*\*  
proc2:current\_tx\_num 2, retran\_ind 1  
\*\*\*after ulharq process\*\*\*  
ulproc\_p->retran\_ind:0  
ack\_type:0  
  
\*\*\*\*the next test\*\*\*\*  
proc3:current\_tx\_num 3, retran\_ind 1  
error: in current tx num!!!  
##################################  
####     HARQ.c test end      ####  
##################################**

**BUG描述**

无

# 5 其他测试

# 6 附录1 测试类型

## 1. 等价类划分

等价类划分是一种典型的黑盒测试方法。等价类是指某个输入域的集合。它表示对揭露程序中的错误来说，集合中的每个输入条件是等效的。因此我们只要在一个集合中选取一个测试数据即可。等价类划分的办法是把程序的输入域划分成若干等价类，然后从每个部分中选取少数代表性数据当作测试用例。这样就可使用少数测试用例检验程序在一大类情况下的反映。

在考虑等价类时，应该注意区别以下两种不同的情况：

有效等价类：有效等价类指的是对程序的规范是有意义的、合理的输入数据所构成的集合。在具体问题中，有效等价类可以是一个，也可以是多个。

无效等价类：无效等价类指对程序的规范是不合理的或无意义的输入数据所构成的集合。对于具体的问题，无效等价类至少应有一个，也可能有多个。

确定等价类有以下几条原则：

如果输入条件规定了取值范围或值的个数，则可确定一个有效等价类和两个无效等价类。例如，程序的规范中提到的输入条包括“……项数可以从1到999……”，则可取有效等价类为“l考项数＜999”，无效等价类为“项数＜l，，及“项数＞999”。

**输入条件规定了输入值的集合，或是规定了“必须如何”的条件，则可确定一个有效等价类和一个无效等价类。如某程序涉及标识符，其输入条件规定“标识符应以字母开头……”则“以字母开头者”作为有效等价类，“以非字母开头”作为无效等价类。**

如果我们确知，已划分的等价类中各元素在程序中的处理方式是不同的，则应将此等价类进一步划分成更小等价类。

|  |  |  |
| --- | --- | --- |
| 输入条件 | 有效等价类 | 无效等价类 |
| 。。。。。。  。。。。。。 | 。。。。。。  。。。。。。 | 。。。。。。  。。。。。。 |

根据已列出的等价类表，按以下步骤确定测试用例：

为每个等价类规定一个唯一的编号；

设计一个测试用例，使其尽可能多地覆盖尚未覆盖的有效等价类。重复这一步，最后使得所有有效等价类均被测试用例所覆盖；

设计一个新的测试用例，使其只覆盖一个无效等价类。重复这一步，使所有无效等价类均被覆盖。这里强调每次只覆盖一个无效等价类。这是因为一个测试用例中如果含有多个缺陷，有可能在测试中只发现其中的一个，另一些被忽视。等价类划分法能够全面、系统地考虑黑盒测试的测试用例设计问题，但是没有注意选用一些“高效的”、“有针对性的”测试用例。后面介绍的边值分析法可以弥补这一缺点。

## 2. 边值分析法

边值分析法是列出单元功能、输入、状态及控制的合法边界值和非法边界值，设计测试用例，包含全部边界值的方法。典型地包括IF语句中的判别值，定义域、值域边界，空或畸形输入，末受控状态等。边值分析法不是一类找一个例子的方法，而是以边界情况的处理作为主要目标专门设计测试用例的方法。另外，边值分析不仅考查输入的边值，也要考虑输出的边值。这是从人们的经验得出的一种有效方法。人们发现许多软件错误只是在下标、数据结构和标量值的边界值及其上、下出现，运行这个区域的测试用例发现错误的概率很高。

用边值分析法设计测试用例时，有以下几条原则：

如果输入条件规定了取值范围，或是规定了值的个数，则应以该范围的边界内及刚刚超出范围的边界外的值，或是分别对最大、最小及稍小于最小、稍大于最大个数作为测试用例。如有规范“某文件可包含l至255”个记录……“，则测试用例可选1和255及0和256等。

针对规范的每个输出条件使用原则〔a〕。

如果程序规范中提到的输入或输出域是个有序的集合(如顺序文件、表格等)就应注意选取有序集的第一个和最后一个元素作为测试用例。

分析规范，尽可能找出可能的边界条件。一个典型的边值分析例子是三角形分类程序。选取a，b，c构成三角形三边，“任意两边之和大于第三边”为边界条件。边值分析相等价类划分侧重不同，对等价类划分是一个补充。如上述三角形问题，选取a＝3，b＝4，c＝5，a＝2，b＝4，c＝7则覆盖有效和无效等价类。如果能在等价类划分中注入边值分析的思想。在每个等价类中不只选取一个覆盖用例，而是进而选取该等价类的边界值等价类划分法将更有效，最后可以用边值分析法再补充一些测试用例。

## 3. 语句覆盖

程序的某次运行一般并不能执行到其中的每一个语句，因此，如果某语句含有一个错误，而它在测试中没执行，这个错误就不可能被发现。为了提高发现错误的可能性，应该在测试时至少要执行程序中的每一个语句。

所谓“语句覆盖”测试标准，它的含义是：选择足够的测试用例，使得程序中每个语句至少都能执行一次。

例子：

Procedure Example(Var A,B,C:real)

begin

if(A>1)and(B=0)

then x:=x/A；

if(A=2)or(x>1)

then x:=x+l

end;

为了使程序中每个语句至少执行一次，只需设计一个能通过路径ace的例子就可以了。例如选择输入数据为：

A=2，B=0，x=3

就可达到“语句覆盖”标准。

显然，语句覆盖是一个比较弱的覆盖标准。如果第一个条件语句中的and错误地写成or，上面的测试用例是不能发现这个错误的，或者是第二个条件语句中x>1误写成x>0，这个测试用例也不能暴露它。我们还可以举出许多错误情况是上述测试数据不能发现的。所以，一般认为“语句覆盖”是很不充分的最低的一种覆盖标准。

## 4. 判定覆盖

比“语句覆盖”稍强的覆盖标准是“判定覆盖”(或称分支覆盖)。这个标准是：执行足够的测试用例，使得程序中每个判定至少都获得一次“真”值和“假”值，即使得程序中的每一个分文至少都通过一次。

对上面那个例子，如果设计两个测试用例，就可以达到“判定覆盖”的标难。为此，我们可以选择输人数据为：

(1)A=3，B=0，x=l

(2)A=2，B=1，x=3

“判定覆盖”比“语句覆盖”严格，因为如果每个分支都执行过了，自然每个语句也就执行了。

## 5. 条件覆盖

它的含义是：执行足够的测试用例，使得判定中每个条件获得各种可能的结果。

对于例子程序,我们只需设计以下两个测试用例就可满足这标准：

(1)A＝2，B＝o，x＝4(沿路径ace执行)

(2)A＝1，B＝l，x＝l(沿路径aN执行)

虽然同样只要两个测试用例，但它比判定覆盖中两个测试用例更有效。一般来说，“条件覆盖”比“判定覆盖”强，但是，并不总是如此，满足“条件覆盖”不一定满足“判定覆盖”。例如对语句。

IF(A AND B)THEN S

设计两个测试用例：A“真”B“假”和A“假”B“真”。对于上例我们设计两个测试用例为：

(1)A＝1，B＝o，x＝3

(2)A＝2，B＝l，x＝1

亦是如此，它们能满足“条件覆盖”但不满足“判定覆盖”。

## 6. 判定／条件覆盖

针对上面的问题引出了另一种覆盖标准，这就是“判定／条件覆盖”，它的含义是：执行足够的测试用例，同时满足判定覆盖和条件覆盖的要求。显然，它比“判定覆盖”和“条件覆盖”都强。

对于例子程序，我们选取测试用例：

(1)A=2，B=0，x=4

(2)A=1，B=l，x=l

它满足判定／条件覆盖标准。

值得指出，看起来“判定／条件覆盖”似乎是比较合理的，应成为我们的目标，但是事实并非如此，因为大多数计算机不能用一条指令对多个条件作出判定，而必须将源程序中对多个条件的判定分解成几个简单判定。这个讨论说明了，尽管“判定／条件覆盖”看起来能使各种条件取到所有可能的值，但实际上并不一定能检查到这样的程度。针对这种情况，有下面的条件组合覆盖标准。

## 7. 条件组合覆盖

“条件组合覆盖”的含义是：执行足够的测试用例，使得每个判定中条件的各种可能组合都至少执行一次。这是一个最强的逻辑覆盖标准。

再看例子程序，必须使测试用例覆盖八种组合结果

(1)A>1，B=0 (5)A=2，x>1

(2)A>1，B<>0 (6)A=2，x<1

(3)A<l，B=0 (7)A<>2，x>1

(4)A<1，B<>0 (8)A<>2，x<1

必须注意到，(5)、(6)、(7)、(8)四种情况是第二个条件语句的条件组合，而x的值在该语句之前是要经过计算的，所以我们还必须根据程序的逻辑推算出在程序的人口点x的输入值应是什么。

要测试八个组合结果并不是意味着需要八种测试用例，事实上，我们能用四种测试用例来覆盖它们：

(1)A＝2，B＝o，x＝4；

(2)A＝2，B＝1，x＝l；

(3)A＝l，B＝o，x＝2；

(4)A＝1，B＝1，x＝l。

上面四个例子虽然满足条件组合覆盖，但并不能覆盖程序中的每一条路径，可以看出条件组合覆盖仍然是不彻底的，在白盒测试时，要设法弥补这个缺陷。